Abstract—Current database schema visualization tools are ineffective and hard to use. Since the documentation of a database is often out of date or static, a dynamic visual tool that can generate real-time database schema visualization would greatly assist software engineers working on these databases. This paper illustrates different methods and tools for database schema visualization. The paper then proceeds to present the preliminary findings of our database visualization tool, namely NakeDB. This tool is a Java tool built using the Prefuse toolkit which enables the visualization of potentially huge databases (e.g. >1000 tables). In order to read the structure of databases, the schema is parsed into XML files that can be processed by Prefuse. The major features of NakeDB includes searching for a particular node or set of nodes; dynamic filtering of node depth to “restrict” the mass of information; and visualization techniques such as overview and details, zooming and panning, and focus and context. NakeDB offers four different layout views (force directed, circular, radial tree, node-link tree) and four different distortion techniques (no distortion, free to move, fisheye, bifocal). Finally, our tool allows the encoding of different table attributes into node color, shape, size of node, type of label and visual aggregation which can be set to represent table size, table type, or criticalness. NakeDB was evaluated by four different users and proved to be a useful tool for visualizing complex database relations.
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I. INTRODUCTION

DATABASE systems consists of a collection of information organized so that it can easily be accessed, managed and updated. Such systems are commonly used in many areas such as inventory management, financial services and web services. These database systems handle large amounts of data. Data contained in the database is stored in the form of tables. As the database grows, the number of such tables increase. The increase in the data also results in complex relationships between tables. As the database’s number of tables increase, it becomes time consuming to understand the flow between these tables. This is especially true if no documentation is available. We have created NakeDB - a database schema visualization tool created using the Prefuse toolkit [1], [2] - which aims at providing insight in comprehending complex database relationships.

This paper is structured as follows. A background is given on the current problems of database visualization. NakeDB is then introduced. The different layouts implemented are shown, and their advantages and disadvantages are given. We then show the different methods of interacting with large amounts of data. Visual encodings used in NakeDB are then explained. We then provide different case scenarios explaining how our tool is useful. Our evaluation procedure and results is then provided. Finally, we conclude and mention some possible enhancements that can be made to our software.

II. BACKGROUND

Information visualization techniques are used to present data to users in the form of images. Representing data in a pictorial format helps in its interpretation as this method occurs fast because of the parallel processing capabilities of the eyes. A good selection of visual representation format can display large amount of information. In addition, it is also possible to interact with the visualization and “drill down” into the dataset to focus on a region of interest. Such techniques are of interest to database users as they can make databases easier to use. Various representations are used for laying out different relationships. Such representations include: Entity Relationship diagram, Use Case diagrams and DB ER diagrams. An example of a DB ER diagram is provided in Figure 1. These representations, however, do not provide a comprehensive representation of the database schema. In addition, since these diagrams lack the ability to allow interaction, they do not facilitate exploration of data. An interactive visual tool that can generate real-time database schema visualization would greatly assist software engineers in understanding a database.

Fig. 1. Example of a DB ER diagram.

As a result, we have built a dynamic database visualization that provides users with different views of the tables to help them understand the complex relationships between them. The visualization can aid a user in locating bad designs such as possible loops in table relations. By using tool tips on tables, statistics such as number of connections to and from a table can be displayed. Also implemented is visual encoding to illustrate groups of table, frequency of access, amount of data and number of connections. The user can interact with the visualization to search for a table from amongst thousands of tables. He/she can also perform zooming and panning in order to focus into the table information of the database.
III. ARCHITECTURE

The architecture of NakeDB is as shown in Figure 2. Tables are dumped from the database. Their SQL is parsed, then the data and metadata about the schema is gathered and an XML file is generated as output. An example of an XML file for input to NakeDB is given in Figure 3. The XML file is then directly understood by the Prefuse API [1]. When the XML is loaded, NakeDB will display the graphs according to the set of encoding.

Fig. 2. Architecture of NakeDB.

<?xml version="1.0" encoding="UTF-8"?><graphml
xmlns="http://graphml.graphdrawing.org/xmlns">
  <graph edgedefault="directed">
    <key id="name" for="node"
      attr.name="name"
      attr.type="string"/>
    <key id="attributes" for="node"
      attr.name="attributes"
      attr.type="string"/>
    <key id="lines" for="node"
      attr.name="lines"
      attr.type="int">
      <default>0</default>
    </key>
    ...
    <!-- nodes -->
    <node id="1">
      <data key="name">Business_entity</data>
      <data key="group">Business</data>
      <data key="lines">40</data>
    </node>
    ...
    <node id="2">
      <data key="name">Business\_descr</data>
      <data key="group">Business</data>
      <data key="lines">150</data>
    </node>
    ...
    <!-- edges -->
    <edge source="1" target="2"></edge>
    ...
  </graph>
</graphml>

Fig. 3. Example of an XML file for NakeDB.

A. Encoding

Each table is represented by a node and possesses attributes. These attributes detail the different characteristics of the table: name, line number, group, importance, and owner. Each attribute can be mapped to a specific encoding: color, size, shape, stroke, position, and visibility. For example, the size of the nodes can represent the number of lines in the tables and their colors can represent the type of data they are storing.

B. Display

NakeDB has the capability of creating rich representations of table relationships. From the basic graph with no transformation, several actions are performed (see Figure 4) in order to create such a rich representation. First, filters are applied in order to keep only the visible and selected nodes. Then, shape and label encoding are applied. These can modify the size, color, shape of the nodes. The layout action is then applied. It will automatically decide the positions of the nodes and edges on the graph. Finally, effects such as fisheye and bifocal can be applied on top of all encodings.

Fig. 4. Steps to create a rich representation of data in NakeDB.

IV. VISUALIZATION

NakeDB was build using the Prefuse toolkit from [2] with the help of examples from [3] and [4]. NakeDB provides an optimized data structure for tables, graphs and trees, and supports dynamic queries and integrated search. Dynamic queries allow: continuous and immediate feedback; visual presentation of results; rapid, incremental and reversible control of the query [5]. The SQL schema was obtained from open source projects. The database structure was parsed into XML in order to be efficiently loaded into Prefuse. Figure 5 shows a screen capture of NakeDB showing its functionality.

A. Layouts

As the number of nodes increases the visualization becomes cluttered and hard to visualize [6]. We have implemented
various layouts to help the user comprehend the data. The different layouts implemented include: node-link tree layout, circular layout, force directed layout, and radical tree layout. All these layouts have their own advantages and disadvantages [6]. The implementations of these are further discussed in the following sections.

1) NodeLink Tree Layout: The node-link tree layout for the database schema is as shown on Figure 6. As can be observed, each node represents a table in the database. Tables are related by foreign keys, which store an ID number from another table. This node-link tree layout provides a systematic way of visualizing these relationships. Some advantages and disadvantages include:

- **Advantage** - Clear view of all the tables and their relations.
- **Disadvantage** - Not scalable.

2) Circular Layout: In this layout the nodes are arranged along the periphery of a circle as shown in Figure 7. Some advantages and disadvantages include:

- **Advantage** - Clear circular layout of the nodes.
- **Disadvantage** - The edges overlap which makes it difficult to comprehend the relationships.

3) Force Directed Layout: In the force directed layout, nodes are forced to arrange themselves according to the group they belong to (see Figure 8). Some advantages and disadvantages of this type of layout include:

- **Advantage** - Uses the space efficiently for a clear layout.
- **Disadvantage** - As the number of nodes increase, nodes tend to cluster together.

4) Radical Tree Layout: Radical view shows nodes spaced out as shown in Figure 9. Advantages and disadvantages include:

- **Advantage** - Clear view of all the nodes and relations.
- **Disadvantage** - Bad presentation of structure.

B. Interaction Techniques

We have implemented various interaction techniques which can aid the user interact with the data and the visualization. These include search boxes, drop down menus, and arrow scrolls to generate dynamic queries. Such techniques help in answering “what-if” type of questions that help a user find insights. Insights help users define new questions, hypothesis and models for their data [7]. Figure 10 shows a screen capture of such interaction techniques.

1) Zooming and Panning: In the case that the visualization contains a large number of nodes, the user can use the zooming effect to converge to a particular part of the visualization.
Zooming is done through the scroll function on the user’s mouse. Panning can be used to move to other parts of the visualization. The mini display can be used to understand the current position in the visualization.

2) Focus and Context: Another implementation done for handling the case of large number of nodes is the use of focus and context. This allows a user to understand the context of the magnified nodes with respect to other nodes in the visualization. The tool uses the following distortions for focus and context:

a) Fisheye: As shown in Figure 12, the center of the field of view is magnified with a continuous fall off in magnification towards the edges.

b) Bifocal Distortion: Figure 13 shows a screen capture of the bifocal implementation in NakeDB. Bifocal distortion consists of spatially separating the focused item from the remaining items.

3) Search Filter: NakeDB has search filter capabilities implemented. This is particularly useful when a software programmer knows that a particular table exists but cannot remember the table’s full name or is not aware of the connections going into or out of the table. In such a scenario a user can use the search filter within the visualization as shown in Figure 14. The user gives a search in the search box (i.e. for “T0”). The search results show as ”1 match” found and that particular node is highlighted.

C. Tooltip

The visualization tool has a tooltip feature to show information about a particular table. The user takes the cursor over a node and a small rectangular box appears which contains information about the node like size of the table and the
attributes of the table (see Figure 15). This tool is useful as users can obtain detailed information at hand.

Fig. 15. NakeDB showing tooltip functionality.

D. Full Text Labels

In addition to the tooltip feature, NakeDB also has the capability of displaying this information as the node’s label. This allows the user to view a more detailed view of the attributes of all tables in the database. An example is shown in Figure 16.

Fig. 16. NakeDB is capable of fully displaying attributes in the node’s label.

E. Distance Filter

This feature allows the user to visualize how far a particular node is away from another node. The user selects a particular node and then changes the scaling factor in the interaction panel on the right. For example, Figure 17 shows nodes with a distance filter of four (left) and a distance filter of two (right).

Fig. 17. NakeDB after changing the distance filter from four (left) to two (right).

F. Table Size

The user can change the scaling of the table size located in the interaction panel (see Figure 18). This option allows the user to change the node size in the visualization tool. The greater the scaling factor is, the greater size of the node is. This helps users in separating nodes of particular data size.

Fig. 18. Screen capture of NakeDB showing Table Size functionality.

G. Visual Encoding

Different visual encoding techniques were implemented into NakeDB in an attempt to give more information about the database schema. Our tool allows data to be encoded as:
• Color
• Size
• Shape
• Stroke
• Position
• Visual Aggregation

As shown in Figure 19, a node can be represented in a different shape such as a circle, diamond, star, plus sign and rectangle. The tables which are related are shown to have the same shape. This allows grouping of tables. Another practical encoding technique is to use visual aggregation. Using this technique, the user himself can define groupings for different nodes by dragging these nodes into predefined areas. Nodes in one area would then represent a group. This is particularly useful for frequently changing databases. An example of such aggregation is shown in Figure 20. The screen shot displayed in Figure 20 also shows the use of arrows for directionality. An example of how the data can be encoded is given in Table I.

![Fig. 19. Screen capture of NakeDB showing encoding with shapes.](image)

### TABLE I

<table>
<thead>
<tr>
<th>Encoding</th>
<th>Representation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Size</td>
<td>Amount of data in the table</td>
</tr>
<tr>
<td>Color</td>
<td>Group similar tables</td>
</tr>
<tr>
<td>Shape</td>
<td>Group tables with similar attributes</td>
</tr>
<tr>
<td>Visual Aggregation</td>
<td>User defined groups</td>
</tr>
</tbody>
</table>

**H. Neighbor Highlighting**

If the visualization consists of thousands of nodes then determining the relationships between different nodes becomes difficult. The most common task in such a scenario is finding the neighbors of a node. In NakeDB this can be achieved by selecting the node and enabling the control of highlighting the neighbors of the node. The results is as shown in Figure 21.

![Fig. 20. Screen capture of NakeDB showing visual aggregation.](image)

![Fig. 21. Screen capture of NakeDB showing Neighbor Highlighting.](image)

**I. Additional Features**

Other features of NakeDB include those shown in Table II.

**V. NAKEDB: CASE SCENARIOS**

The visualization tool was designed to be useful for software programmers and database designers for a number of
scenarios. The following are a subset of examples in which NakeDB would be useful.

A. Scenario 1

Consider a scenario where a user working for a company and the user’s project involves a database with large amount of tables. In order to effectively and efficiently use the database, an overview of the different parts of the database is needed. By only looking at the database schema, it is difficult to see the connection amongst the tables and if a new table or a foreign key is added, it could seem incoherent. In this visualization the partitions and shards are represented with a color coding and group filters. It enables to select the part of the database the user wants and then analyze the relationships and attributes of the tables. With our tool, it is easy to reduce the number of tables to only the few that are useful.

B. Scenario 2

Imagine a user joining a team working on a Web 2.0 website and need to take care of the backend of the website. In such a scenario, watching the SQL of the table does not provide an obvious overview of the schema. In a few seconds, the schema can be converted to a XML file that can be loaded into NakeDB. All the tables and structure appear on the screen. It provides the user with the "big picture" of the database. The user can now zoom in/out, pan, filter tables, and navigate freely within the schema to get a helpful visual representation of the database.

C. Scenario 3

Consider a scenario where a user is in charge of optimizing a company’s website. In such a case, many improvements can be made to the database. NakeDB provides a fast visualization of the whole schema. Potential problems and list of connections can be determined. New paths and bottlenecks can be visually spotted thanks to the tool.

D. Scenario 4

A user is in a team managing a big application with a large database. The tool enables to showoff the complexity of a database since it provides a broad view of the importance of the size of the data. In order to expose the importance of the work, a demo can be shown to display different parts of the database, zoom in / out and show it to the exterior.

<table>
<thead>
<tr>
<th>TABLE II</th>
<th>ADDITIONAL FEATURES IMPLEMENTED IN NAKEDB</th>
</tr>
</thead>
<tbody>
<tr>
<td>Features</td>
<td>Description</td>
</tr>
<tr>
<td>Statistics Tab</td>
<td>Shows different statistics for the table such as size and attributes of table.</td>
</tr>
<tr>
<td>Zoom</td>
<td>The user can zoom into the visualization using the mouse wheel.</td>
</tr>
<tr>
<td>Zoom to fit</td>
<td>This feature allows the user to fit the visualization in a single screen.</td>
</tr>
<tr>
<td>Enable / Disable arrows</td>
<td>This feature allows the user to see directions in the visualization.</td>
</tr>
</tbody>
</table>

VI. Evaluation

Four persons were chosen at random to evaluate NakeDB. These are referred to as subject A, subject B, subject C, and subject D. They were offered coke and pizza as compensation. The steps taken for evaluation are as follows:
1) Fill the database background knowledge form.
2) Show quick overview of NakeDB.
3) Let users utilize the tool for a few minutes.
4) Ask users to accomplish five tasks.
5) Fill the questionnaire.

A. Database Knowledge Form

In order to place users and results in context, it was important to know what level of database knowledge did the users have. Questions asked in the database background knowledge form are:
1) How often do you work with databases? (1) Not at all, (2) Not really, (3) Some what, 4 (Often), 5 (Very much)
2) What is the typical size of database that you work with? (0) None, (1) 10 tables, (2) 100 tables, (3) 500 tables, (4) >500 tables
3) What are the ways that you use to understand relationships between these tables? (1) DB schema diagram, (2) DB schema files, (3) DBMS tools, (4) Other
4) So tell me more about the worst experience you have had handling such huge databases?
5) What are the ways in which you solve such problems?
6) Have you ever used any visualization tool? If so, which one?

B. Tasks

In order to evaluate our tool, a series of simple tasks were created so that we could see how our tool compared with user’s goals. The tasks asked to be performed by the users are as follows:
1) Can you locate table T19?
2) Name the table with maximum data.
3) do you think table T15 is related to Table 19?
4) What are the attributes of table T10? (Hint: You may want to change the view)
5) Find the table with size 4000. How far is it (w.r.t. levels) from Table T5?
6) Browse through the visualization tool and write in brief about the most interesting aspect of the tool.

C. Questionnaire

After the users performed the evaluation tasks, a series of concluding questions were ask in order to get user feedback. The questionnaire included the following set of questions:
1) How many tasks did you complete in 20 seconds?
2) Which task do you think you would probably use the most?
4) Which distortion did you find the most useful? why? (1) Fisheye, (2) Bifocal, (3) Free to move, (4) No distortion
5) What is your opinion about the panel for interaction techniques? (1) Very Easy, (2) Easy, (3) Not Hard nor Easy, (4) Hard, (5) Very Hard
6) Did you use the scales for data size and connection level present in the interaction panel? If so where did you find them to be most useful?
7) In general, do you think such a tool would be useful?
8) Could you mention some additional tasks that could be useful with such a tool?
9) If you were given an opportunity to change something in this tool, what would it be?
10) Is there any information which you would like to add which you think you might not have said?

D. Evaluation Results and Analysis

Table III and Table IV shows some results of the database knowledge form and the questionnaire respectively. All subjects, with the exception of subject D, thought the visualization to be useful. Subject D, however, had never worked with a database before. Most participants were able to complete most of the tasks under 20 seconds. It was found that node-link and force directed layouts are the most useful compared to radical and circular layouts. Three out of four participants thought the zoom distortions (fisheye, bifocal) were ineffective since these distortions creates jitters as the mouse moves. It was also found that the table size scaler, which allows users to control the size encoding, was useful by all participants. Overall, NakeDB showed to be a useful tool for the visualization of database schema.

**TABLE III**

DATABASE KNOWLEDGE QUESTIONS AND ANSWERS

<table>
<thead>
<tr>
<th>Question</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Some what</td>
<td>Some what</td>
<td>Very much</td>
<td>Not at all</td>
</tr>
<tr>
<td>2</td>
<td>100 tables</td>
<td>100 tables</td>
<td>100 tables</td>
<td>None</td>
</tr>
<tr>
<td>3</td>
<td>1</td>
<td>2,3</td>
<td>1,3</td>
<td>N/A</td>
</tr>
</tbody>
</table>

**TABLE IV**

POST-INTERVIEW QUESTIONS AND ANSWERS

<table>
<thead>
<tr>
<th>Q</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>4</td>
</tr>
<tr>
<td>2</td>
<td>4,5</td>
<td>1,3,4</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>3</td>
<td>Force directed</td>
<td>Node-link</td>
<td>Node-link</td>
<td>Force directed</td>
</tr>
<tr>
<td>4</td>
<td>Free to move</td>
<td>No distortion</td>
<td>Bifocal</td>
<td>Free to move</td>
</tr>
<tr>
<td>5</td>
<td>Easy</td>
<td>Hard</td>
<td>Not hard nor easy</td>
<td>Very hard</td>
</tr>
<tr>
<td>6</td>
<td>finding extrema</td>
<td>finding sizes</td>
<td>finding sizes</td>
<td>Yes</td>
</tr>
<tr>
<td>7</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>8</td>
<td>NA</td>
<td>Simulating queries</td>
<td>Checking errors</td>
<td>NA</td>
</tr>
</tbody>
</table>

VII. RELATED WORK

As mentioned earlier, people from the database community realize the importance of database visualization and hence several works are going on in this field. One such work includes SchemaSpy which is a Java based tool that analyzes the metadata of the schema in the database and generates visualizations [8]. Figure 22 shows an example output of SchemaSpy. As shown, SchemaSpy allows browsing through the hierarchy of tables consisting of child and parent.

Fig. 22. Example output of SchemaSpy.

Another database visualization tool is Schemaball [9], shown in Figure 23. Its main objective is to displays relationships between tables. It arranges the tables along a circle and shows table relationships using straight or curved lines.

These visualizations, however, lack of the flexibility provided by NakeDB which allows for users to interact with data in different ways.

VIII. CONCLUSION AND FUTURE WORK

While many representations have been developed for visualization of database schema, most of them generate a static layout. This does not allow exploration of data to find patterns in them. NakeDB allows dynamic interaction of database schema. Our tool is capable of encoding using node color, size, shape, stroke, and visual aggregation. NakeDB also allows for visualization using different layouts such as node-link tree layout, circular layout, force directed layout, and radical tree layout. It can also display high number of nodes using overview and details, zooming and panning, and focus and context. The search and dynamic filtering capabilities are other powerful features of NakeDB. We have given examples of how this tool can be useful for users working with databases. Our tool was evaluated with four different users and it can be concluded that NakeDB is a useful tool to gain insights on the database schema.
The application can be further developed to have a visual interface to generate SQL queries on the tables displayed and display such results. Another useful feature mentioned by one of the participants that evaluated NakeDB is to be able to view history of queries and other database logs. Another participant mentioned fading nodes not relevant to a search result.
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